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1 Introduction

INRECA offers tools and methods for developing, validating, and maintaining classification, diagnosis and decision support systems. INRECA's basic technologies are inductive and case-based reasoning [9]. INRECA fully integrates [2] both techniques within one environment and uses the respective advantages of both technologies. Its object-oriented representation language CASEUL [10, 3] allows the definition of complex case structures, relations, similarity measures, as well as background knowledge to be used for adaptation. The object-oriented representation language makes INRECA a domain independent tool for its destined kind of tasks.

When problems are solved via case-based reasoning, the primary kind of knowledge that is used during problem solving is the very specific knowledge contained in the cases. However, in many situations this specific knowledge by itself is not sufficient or appropriate to cope with all requirements of an application. Very often, background knowledge is available and/or necessary to better explore and interpret the available cases [1]. Such general knowledge may state dependencies between certain case features and can be used to infer additional, previously unknown features from the known ones. Furthermore, some applications require an adaptation of a retrieved case according to the actual problem at hand [13, 6, 4]. Therefore, general knowledge is required to specify such an adaptation. This paper addresses the representation and the processing of background knowledge required for case-based reasoning applications in the field of classification, diagnosis, and decision support with the INRECA-system. This work is part of the INRECA-project [9] and was driven by the needs of the developed applications.

In the INRECA-project we integrated the representation of background knowledge, represented as rules, with the object-oriented case representation. Moreover, it is crucial to avoid increased retrieval times as a consequence of a search-intensive inference procedure processing the knowledge. Otherwise, some of the advantages of case-based approaches compared to standard knowledge-based techniques would be lost. The background knowledge is not intended to be a substitution for the knowledge contained in the cases but a supplementation to the specific knowledge contained in the cases.

2 Representing and Using Background Knowledge in INRECA

In INRECA we use two different kinds of rules to represent background knowledge:

- **Completion rules** to infer additional features from known features of an old case or the query. Thereby, these rules complete the description of a case.
- **Adaptation rules** to describe how an old case can be adapted to fit the current query.

In the following we will explain these two kinds of rules informally before going into the details of their representation.

2.1 Completion rules

In many situations, certain features of a case description directly depend on several other features. When the user enters some of the features in the query in, she/he should not be demanded to enter the values of features which are determined by the information she/he has already entered. Yet, simply omitting these values in the query case leads to a less informed similarity assessment. Therefore, we introduce completion rules to extend the description of a case (see figure 1). The completion rules are an explicit modeling of attribute dependencies. These rules apply once to the cases of the case base as well as to the query case which is entered during consultation. After the adaptation process (see below), these rules are also applied to the attributes of the solution case.

![Figure 1. Completing case descriptions](image)
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Completion rules are used to infer values of attributes of the case description which are directly dependent on some other attributes of the case. Thereby, additional attributes can be assigned a value without asking the user. Furthermore, the occurrence of inconsistent values can be reduced. The attributes which are derived using the completion rules can then be used during the similarity assessment. Such a similarity assessment is based on the knowledge of more relevant attributes and should consequently be more precise. Since the completion rules are used to derive attributes of a case description which the user might also enter, the rules have to be correct in all situations. Uncertain, or just probable rules are not considered here. If a completion rule changes the value of an attribute which was previously provided by the user, this is considered as an error in the user’s input.

Figure 1 describe the application of a rule to a case description. The rules are based on the values of attributes given in a specific case and as a result of their application the rules add certain attribute values to this case.

2.1 Informal Example

As a first example for using completion rules we want to introduce an application in a travel agency domain[8] in which several descriptions of available journeys are collected in a case base. Each journey is described by several attributes such as: destination, duration, price, kind of transportation, kind of accommodation, etc.

Assume a case representation for a journey which includes the specification of the number of adults and the number of children which are involved in the journey. Moreover, assume that the representation also specifies the total number of persons because for several journeys only the total number of people is important (e.g. in an apartment). In this situation, the following general rule is useful:

*The total number of persons is always the sum of the number of children and the number of adults.*

This rule reduces the user from the necessity to enter the value for the total number of persons when the number of children and the number of adults already have been entered.

2.2 Adaptation Rules

Adaptation rules come into play after a case has been retrieved [1]. Most likely, this case does not completely fit the requirements specified in the user’s query:

Some attributes of the retrieved case might differ somehow while others may exactly match the query. According to the differences, the retrieved case must be modified to become better suited to the current query. As shown in figure 2, the precondition of adaptation rules can refer to attributes of the retrieved case, attributes of the current query case, and already established attributes of the solution case in the precondition of the rule. In a rule’s conclusion, new attribute values for the solution case can be specified.

2.2.1 Informal example

Suppose, the user’s query specifies a journey with a duration of two weeks. Furthermore, assume that the most similar case

![Figure 2. Cases used for adaptation](image)

is a journey which usually takes one week. Since the price for this journey is calculated on a one week basis, it must be adapted to correctly refer to the two week journey as specified in the query:

*If the duration specified in the query case is longer than the duration specified in the retrieved case, then the price in the solution case is computed by adding the price of the retrieved case and the price for accommodation for the additional period of time.*

2.3 Architecture for Processing

**Background Knowledge**

Figure 3 shows how the general knowledge is processed within the INRECA system. Two components are used for processing the rules: one component for case completion and one component for case adaptation. The case completion component applies the completion rules to extend the representation of the available cases before they are stored in the case base. The same component can also be used to complete the query presented by the user of the system. The case retrieval component uses the completed case descriptions only. Arbitrary retrieval approaches can be used for this task. Finally, the case adaptation component applies the adaptation rules to compute a solution case out of the retrieved case and the query case. This solution case can then be stored again in the case base for future use.

2.4 Impact of the Object-Oriented Case Representation

Obviously, object-oriented case representation has a strong impact on the mechanisms which handle the completion and adaptation rules. Given this kind of case representation, we have identified the classes to be the most natural place to attach the rules to. Within the scope of a class, a rule has access to the slots which are defined for an instance of that class, including the instance slots which are inherited from its superclasses. Additionally, rules must be given access to slots of those objects which are related to instances of the class the rule belongs to. In the same manner as slots are inherited from the superclass to a class, the rules can also be inherited. Rules which are defined for a class are also valid for all objects subclasses. Figure 4 shows an example of the simultaneous occurrence of inherited slots and related objects. Additionally, the figure shows different sets of rules which are attached to the classes and indicates the slots to which these
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Figure 3. Architecture for integrating background knowledge into case-based reasoning in INRECA

Figure 4. Scope of rules in the object-oriented case representation

2.4.1 Completion Rules

Each rule consists of two parts: a precondition part and a conclusion part. The precondition part defines a conjunction of conditions. Each condition must be expressed in terms of the accessible slots with respect to the class the rule belongs to. A condition can compare the value of a slot to values of other slots, constants, or local variables. Moreover, the precondition include the computation of values of local variables from other values by arbitrary functions. The conclusion part of a rule consists of a set of actions which are executed if the precondition is valid, i.e. all conditions in the precondition are fulfilled. An action in the conclusion of a rule can assign a value to a slot, create a new object for a relational slot or specialize the class of an already existing object in a relational slot.

2.4.2 Adaptation Rules

The basic difference between completion rules and adaptation rules is that completion rules only refer to one case, while adaptation rules always refer to three cases, namely the query case, the retrieved case, and the solution case (see figure 2). These three different cases might be taken into account when specifying the precondition and the conclusion of adaptation rules. The precondition of an adaptation rule may consist of the same elements as the preconditions of a completion rule. However, since an adaptation rule might take into account three different cases, each reference to a slot must also state to which of the three possible cases the slot belongs to. The conclusion of an adaptation rule may consist of the same functions as the actions of a completion rule. Contrary to the precondition part, it is not necessary to explicit specify the case when an assignment to a slot is made in the conclusion.
part, because the solution case is the only case that may be modified by an adaptation rule.

2.5 An Example

We now want to give an example of a completion rule and an adaptation rule. For that purpose we represent the rules from the travel agency domain introduced in [8]. We assume that the descriptive model contains three classes: the classes vacation, transportation and accommodation. In our model, the classes transportation and accommodation describe objects which are directly related to the vacation object as shown in figure 5. This figure also shows some slots needed to describe the objects. Based on this model, the following completion rule can be formulated to express that the total number of persons is always the sum of the number of children and the number of adults.

```
def rule person:calculation of class vacation
    ?x := number_of_adults + number_of_children
    number_of_persons := ?x.
```

This rule computes the sum of the values in the two slots `number_of_adults` and `number_of_children` and assigns the result to the variable named `?x`. In the conclusion of the rule, the slot `number_of_persons` is assigned the value stored in `?x`. The adaptation rule for adapting the price of a journey with respect to its duration can be formulated as follows:

```
def adaptation rule price:adaptation of class vacation
    query duration > retrieved duration &
    ?additional_days := query duration - retrieved duration &
    ?additional_price := ?additional_days *
        retrieved accommodation->price &
    ?new_price := retrieved price + ?additional_price
```

This adaptation rule first tests whether the duration in the query case is longer than the duration in the retrieved case. Then the difference between the required and retrieved duration is computed and the additional price is determined. Finally, the last calculation adds the additional price to the price already stated in the retrieved case. In the conclusion of the adaptation rule, the price slot of the solution case is assigned the new price.

2.6 Processing Rules

Controlling the completion and adaptation rules can be realized a forward-chaining rule interpreter with an underlying Rete-Network [7]. Due to the existence of a-kind-of and has-part relations in an object-oriented representation, one has to be prepared for a great challenge if one tries to use one of the standard "flat" forward chaining rule systems. One first approach towards the integration of object-oriented data structures and a forward-chaining rule interpreter is the NOpus system [11]. This system offers a mechanism for structuring large sets of rules in separate rule-bases. It is also possible to define subbases of rule-bases, where a subbase inherits the rules of its superbase. Because of these features, NOpus was chosen as the rule engine for the INRECA-system. The completion and adaptation rules, respectively, should be grouped into distinct rule-bases belonging to the different classes of the descriptive model. Every rule-base may have its own Rete-Network. The nodes of such a network are the single premises and conclusions of the rules of the associated rule-base. The edges of such a directed network connect the premises and conclusion that belong to a single rule in such a way that if one starts at the first premise of a rule and follows the edges along a path to a leave node, one ends up at the node representing the conclusion of the rule. If a new case is added to the system, it is propagated through the network while every node tests whether the premise it represents holds for the given case. The case is passed on to the next node only if the test succeeds. If finally a rete node representing the conclusion of a rule is reached, the rule fires, i.e. the actions of the conclusion are executed. As these actions modify certain slots of the case, it is important to propagate these changes through the Rete-Network, and since there is one network per class it is necessary to propagate the change of an attribute through all existing networks. In order to handle this propagation in an efficient way, it is advantageous to store a global table in which every attribute (qualified by the class the attribute belongs to) is associated with the Rete nodes that are affected by a change of the attribute's value. The performance of such an architecture is similar to the performance of a single "flat" forward-chaining rule system that uses a Rete-Network with the cumulative size of the suggested distinct networks.

3 Appendix

This section addresses the specific questions to be discussed during the workshop.

3.1 Adaptation Knowledge

For adaptation, INRECA requires a set of adaptation rules. The primary adaptation knowledge is coded in the adaptation rules. They infer a solution case from the query case and a similar retrieved case. The completion rules represent another kind of general knowledge. They complete the query case during consultation, the retrieved cases in the case base and especially the solution case during the adaptation process.
with additional attributes derived from existing ones. The paper described the organisation of the rules in detail.

3.2 Case structure

INRECA is a case-based reasoning shell for solving analytic tasks. If you solve a decision support problem with INRECA it is an analytic one. However, there are also decision support problems that are, or involve synthetic tasks.

In INRECA we use an object-oriented case representation, where an object contains a set of attribute-value pairs. These attributes describe the characteristic features of an object. So, the case description is structured, but not into real subcases with CBR mechanism of its own. There is the possibility to distinguish explicitly between a problem and a solution part in the case description but this is not required. Attributes and objects are divided into discriminant and non-discriminant ones in the domain model. As a consequence, the calculated similarity between cases depend only on discriminant attributes and objects. Also the indexing mechanism, the \textit{kd-tree} [15, 16, 14], prefers only discriminant attributes for an effective indexing of the case base. But an indexing on all attributes is possible, also on those describing the solution. For adaptation, discriminant as well as non-discriminant attributes and objects are taken into account. There is no restriction to mark attributes and objects as discriminant or not.

3.3 Retrieval and Indexing

The retrieval calculates a weighted sum of selected attribute similarities to find the most similar one. The similarity measure can be specified by the user. This does not guarantee that the selected case is adaptable. So, the similarity measure is responsible to ensure that the retrieved case together with the query case produce a proper solution after the adaptation process. INRECA offers different learning algorithms to optimize the indexing of the case base in order to improve the correctness of the system. There is also the possibility to exclude cases from the case base before the retrieval starts, with a set of exclusion rules given by the user. In both cases, background knowledge is used, but there is no explicit use of the defined adaptation rules or completion rules.

3.4 Adaptation

INRECA is a domain independent system. So it is difficult to answer these questions in general. In simple classification tasks, usually only the target slot of the retrieved case is copied, perhaps together with some additional information about the desired class. So, there is no need for adaptation. In synthetic tasks like decision support, adaptation is more relevant to solve the problem. In general, adaptation in INRECA is necessary because otherwise a very large case-base would be required to tackle real-life problems. The retrieved cases are not combined during the adaptation process. Adaptation depends only on the query case and a similar retrieved case. This selection is one cooperation with the user during adaptation. Furthermore, there is the possibility to check the consistency of the adapted solution with the completion rules.

3.5 Strength, Limitations and Evaluation

In this paper we presented the INRECA approach to integrating general knowledge represented as rules with object-oriented case representation and reasoning. Rules, which are attached to the classes, have a clearly defined scope of slots which they can access and modify, and rules can be inherited by subclasses. With the chosen uniform representation of general knowledge, case descriptions can be extended to achieve a more informed retrieval of cases and a transformational adaptation approach [5, 6] can be realised. This object-oriented rule mechanism allows to efficiently represent and process general knowledge for a particular class of case-based reasoning applications. However, the user is responsible for the correctness of the rules and for defining similarity measures that allow to retrieve an adaptable case [12]. Currently, our approach does not include mechanisms to automatically retrieve cases for which it is known in advance that they can be adapted by the available adaptation rules. Moreover, our approach is limited to transformational adaptation, which is sufficient for most classification and diagnosis applications. Currently, neither knowledge required to perform derivational adaptation [5, 13] (as required for planning tasks) nor knowledge which is naturally expressed as a set of constraints (as required for design tasks) can be represented and processed within our approach.
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